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1 Introduction

Web-based software applications which enable user interaction through web browsers have been extremely successful. Nowadays one can look for and buy almost anything online using such applications, from a book to a car. A promising extension to this framework is the area of web services, web-accessible software applications which interact with each other using the Web. Web services have the potential to have a big impact on business-to-business applications similar to the impact interactive web software had on business-to-consumer applications.

There are various issues that have to be address in order to develop successful web services: a) services implemented using different platforms (such as .NET or J2EE) should be able to interact with each other; b) it should be possible to modify an existing service without modifying other services that interact with it; c) services should be able to tolerate pauses in availability of other services and slow data transmission. Web services address these challenges by the following common characteristics: 1) standardizing data transmission via XML [13], 2) loosely coupling interacting services through standardized interfaces, and 3) supporting asynchronous communication. Through the use of these technologies, Web services provide a framework for decoupling the interfaces of Web accessible applications from their implementations, making it possible for the underlying applications to interoperate and integrate into larger, composite services.

A fundamental question in developing reliable web services is the modeling and analysis of their interactions. In the last couple of years, we developed a formal model for interactions of composite web services, developed techniques for analysis of such interactions, and built a tool implementing these techniques [3-8]. Below we give a brief summary of these contributions.

2 Conversations

Our work focuses on composite web services which interact with asynchronous messages. We call each individual web service a peer. A composite web service consists of a set of peers which interact with each other using asynchronous messages [3]. Such a system can be modeled as a set of state machines which communicate using unbounded FIFO message queues, as in the communicating
finite state machine model [2]. When a message is sent, it is inserted to the end of the receiver’s message queue. In our model, we assume that each peer has a single queue for incoming messages and receives the messages in the order they are inserted to the queue.

In order to analyze interactions of asynchronously communicating web services we first need a formal model for their interactions. We model the interactions in such a system as a conversation, the global sequence of messages that are exchanged among the web services [3,9,11]. Note that, a conversation does not specify when the receive events occur, it only specifies the global ordering of the send events.

Given a composite web service, one interesting problem is to check if its conversations satisfy an LTL property. Due to asynchronous communication via unbounded FIFO queues this problem is undecidable [4].

3 Realizability and Synchronizability

A composite web service can be specified in either top-down or bottom-up fashion. In the top-down approach the desired conversation set of the composite web service is specified as a conversation protocol. In the bottom-up approach each peer is specified individually and a composite web service is specified by combining a set of asynchronously communicating peers. For both approaches, our goal is to verify LTL properties of the set of conversations generated by the composition.

There are two interesting properties within this framework: realizability and synchronizability. A conversation protocol is realizable if the corresponding conversation set can be generated by a set of asynchronously communicating web services. On the other hand, a set of asynchronously communicating web services are synchronizable if their conversation set does not change when asynchronous communication is replaced with synchronous communication. We developed sufficient conditions for realizability and synchronizability that can be checked automatically [4,5,7].

Using the realizability analysis, reliable web services can be developed in a top-down fashion as follows: 1) A conversation protocol is specified and checked for realizability; 2) The properties of the conversation protocol are verified using model checking; 3) The peer implementations are synthesized from the conversation protocol via projection.

Similarly, synchronizability analysis enables development of reliable web services in a bottom-up fashion. If a web service composition is synchronizable, we can verify its behavior without any input queues and the verification results will hold for the asynchronous communication semantics (with unbounded queues).

4 Web Services Analysis Tool

We developed a tool which implements the techniques mentioned above. Web Service Analysis Tool (WSAT) [8,12] verifies LTL properties of conversations
and checks sufficient conditions for realizability and synchronizability. In order to model XML data, WSAT uses a guarded automata model where the guards of the transitions are written as XPath [14] expressions. This guarded automata model provides a convenient intermediate representation. The front end of the WSAT translates web services specified in BPEL [1] to this intermediate representation [5]. WSAT uses the explicit-state model checker SPIN [10] for LTL model checking by translating the guarded automata model to Promela [6]. In the future, we plan to investigate symbolic analysis and verification of web services.
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