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ABSTRACT
Since web applications are easily accessible, and often store a large amount of sensitive user information, they are a common target for attackers. In particular, attacks that focus on input validation vulnerabilities are extremely effective and dangerous. To address this problem, we developed ViewPoints—a technique that can identify erroneous or insufficient validation and sanitization of the user inputs by automatically discovering inconsistencies between client- and server-side input validation functions. Developers typically perform redundant input validation in both the front-end (client) and the back-end (server) components of a web application. Client-side validation is used to improve the responsiveness of the application, as it allows for responding without communicating with the server, whereas server-side validation is necessary for security reasons, as malicious users can easily circumvent client-side checks. ViewPoints (1) automatically extracts client- and server-side input validation functions, (2) models them as deterministic finite automata (DFAs), and (3) compares client- and server-side DFAs to identify and report the inconsistencies between the two sets of checks. Our initial evaluation of the technique is promising: when applied to a set of real-world web applications, ViewPoints was able to automatically identify a large number of inconsistencies in their input validation functions.
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1. INTRODUCTION
Web applications are important and increasingly widespread. In fact, nowadays, it is common to use web applications for daily activities such as reading the news, doing online banking, and watching movies. Together with the growth of their user base, the complexity of web applications has also grown. Whereas early web applications were mostly static, today’s applications are highly dynamic, with complex logic on both the client and the server sides. In general, web applications follow a three-tier architecture that consists of a front-end component (typically, a web browser running on the user machine), a back-end component (a remote web server), and a back-end data store (a database).

Because of their nature, web applications present a specific set of security challenges. First, unlike traditional desktop applications, web applications can be accessed by any user who is connected to the Internet, which exposes a web application to a large base of potential attackers. Second, the back-end database contains data that is often sensitive and confidential, holding information about a potentially large number of users. Finally, the communication between the different layers of a web application occurs through directives (commands) that often embed user input and are written in many languages, such as XML, SQL, and HTML. For these reasons, it is of paramount importance to properly validate and sanitize user input, to make sure that malicious input cannot result in unintended execution of harmful commands and, as a consequence, provide attackers with access to sensitive information. Unfortunately, it is not uncommon for developers to perform either faulty or incomplete input checks, which can leave the web application susceptible to input validation vulnerabilities. Popular examples of attacks that leverage such vulnerabilities are interpreter injection (e.g., cross-site scripting (XSS)), locale and unicode attacks, file system attacks, and buffer overflows, which are among the most common and dangerous attacks for web applications [21,22]. There are also attacks that exploit application-specific vulnerabilities and that are even harder to identify because they depend on the particular input validation logic performed on the target application.

One way to make sure that the input validation performed by a web application is adequate is to find a characterization of the potential attacks. It is often possible, for instance, to encode well-known attacks in the form of attack patterns and use these patterns to suitably sanitize inputs. In other cases, however, the checks to be performed on the inputs are specific to the functionality of the web application, and the input validation may be tightly coupled with and dependent on the application logic. Because they are specific to individual applications, there are no pre-defined patterns that can be used to assess these types of input checks. In these cases, to make
sure that the input validation is adequate, it would be necessary to produce a different specification for each different application, which is a tedious and error-prone task.

To address this problem, we present ViewPoints, a novel approach for automatically identifying input validation issues in web applications. ViewPoints is based on the observation that developers often introduce redundant checks both in the front-end (client) and the back-end (server) component of a web application. Client-side checks are mainly introduced for performance reasons, as they can save one network round-trip and the additional server-side processing that would be incurred when invalid input is sent to and subsequently rejected by the web application. Therefore, to improve the user experience and provide instant feedback, many web applications validate inputs at the client side before making the actual request to the server. On the other hand, since client-side validation can often be circumvented by malicious users, the server cannot trust the inputs coming from the client side, and all input checks performed on the client side must be repeated on the server side before user input is processed and possibly passed to security sensitive functions.

The key insight behind ViewPoints is that, because checks performed at the client and server sides should enforce the same set of constraints on the inputs, we can leverage the redundancy in these checks to automatically identify issues with input validation. If client-side checks are more restrictive, the web application may accept inputs that legitimate clients can never produce, which is problematic because malicious users can bypass client-side checks. If server-side checks are more restrictive, conversely, the client may produce requests that are subsequently rejected by the server, which will result in poor performance and reduce the responsiveness of the web application. Moreover, correctness of the client-side input validation functions is also important for addressing the emerging class of client-side input-validation vulnerabilities [19]. Based on this insight, ViewPoints compares the checks performed on client and server sides against each other and identifies and reports inconsistencies between them. More precisely, the ViewPoints technique consists of three main steps:

- **Extracting and mapping input validation operations at the client and server sides.** ViewPoints automatically extracts client- and server-side input validation functions and maps corresponding input validation operations on the client and on the server.

- **Modeling input validation functions as deterministic finite automata (DFAs).** After extracting and mapping them, ViewPoints uses string analysis techniques to model client- and server-side input validation functions as DFAs that encode the set of constraints that the functions impose on the inputs.

- **Identifying and reporting inconsistencies in corresponding input validation functions.** ViewPoints compares the client- and server-side DFA models of corresponding inputs to identify inconsistencies between them, that is, checks that are performed only on one of the two sides. It then reports checks performed only on the client as potential server-side vulnerabilities, and checks performed only on the server as opportunities for improving the efficiency of the web application and as potential client-side vulnerabilities.

To evaluate the practicality of our approach, we implemented a prototype of ViewPoints that can analyze web applications developed using Java EE frameworks and used the prototype on seven real-world web applications. The results of our evaluation, albeit preliminary, are promising and motivate further research. Overall, ViewPoints was able to identify inconsistencies in five out of the seven applications considered. More precisely, ViewPoints identified 2 server-side and over 200 client-side input-validation inconsistencies. Additionally, ViewPoints was able to generate counterexamples for the inconsistencies it identified, which guarantees that the issues found are true positives, that is, they correspond to actual problems in the applications.

The main contributions of this paper are:

- A novel technique, ViewPoints, that leverages redundant client- and server-side input checks in web applications to automatically identify, through differential automata-based string analysis, security and efficiency issues in input validation code.
- An implementation of the ViewPoints approach that can be used on web applications based on Java EE frameworks.
- An empirical study performed on several real-world web applications that provides initial, yet clear evidence that ViewPoints is able to identify actual input validation problems in real code effectively and efficiently.

The rest of the paper is organized as follows. Section 2 presents a motivating example for our work. Section 3 illustrates our approach. Section 4 discusses our current implementation of ViewPoints. Section 5 presents our empirical results. Section 6 discusses related work. Finally, Section 7 provides concluding remarks and sketches future research directions.

### 2. MOTIVATING EXAMPLE

To motivate our work, we use an example taken from a real web application called OSSIP ([http://sourceforge.net/projects/jgossipforum/](http://sourceforge.net/projects/jgossipforum/)), a message board written using Java technology. Figure 2 provides a high-level, intuitive view of the web application, for illustration purposes. The parts of the web application shown allow users to register their email address by entering it into a form and registering it with a web back-end hosted on a server at site.com.

Typically, in order to access functionality on the server side, the client side issues an HTTP request that contains a set of input elements expressed as \(\langle\text{name}, \text{value}\rangle\) pairs. When this happens, the different input elements are marshaled (i.e., packaged together), and the resulting bundle is passed to the server-side code as an input. The server code then accesses these inputs by name by invoking library functions provided by the language or framework used. These functions, which we call input functions, parse the HTTP request containing the inputs and return the values of the requested input. The server then processes the retrieved input values, normally performs some form of input validation, and then uses them in possibly critical or sensitive functions.

To illustrate, Figures 3 and 4 show two snippets of client- and server-side validation code, respectively, from OSSIP (we slightly simplified the code to make it more readable and self-contained). The user fills the client-side form, shown on lines 18–22 of Figure 3, by providing an email address to the HTML input element with name “email” and by clicking on the “Submit” button. When this button is clicked, the browser invokes the JavaScript function validateEmail, which is assigned to the onsubmit event of the form. This function first fetches the email address supplied by the user from the corresponding form field. It then checks if this address has zero length and, if so, accepts the empty address on line 6. Otherwise, on lines 9 and 10, the function creates two regular expressions. The first one specifies three patterns that the email address should not match: a single space character, a string with the @ symbol on both ends, and the string “.”. The second one
Figure 1: Example web application.

Figure 2: JavaScript and HTML code snippets for client-side validation.

Figure 3: Java server-side validation code snippet.
for which the condition on line 6 evaluates to false and the regular expression check on line 11 fails, thereby resulting in the function returning false. However, for the same input, the second condition on line 5 of the server-side validation method (Figure 3) evaluates to false, due to the trim function call, and the string is therefore accepted by the server. This would lead to white spaces being accepted as email addresses by the server, which might in turn lead to failures (e.g., the web application might try to send an email to the user, which would fail due to an invalid email address) or attacks, such as a denial-of-service attack.

In the following sections, we show how our ViewPoints approach can automatically identify such inconsistencies, thus detecting and preventing this kind of issues.

3. OUR APPROACH: DIFFERENTIAL STRING ANALYSIS

As we discussed in the Introduction, the basic intuition behind ViewPoints is that we can leverage redundant checks in the client- and server-side components of web applications to detect inconsistencies between the two that may lead to security vulnerabilities, inefficiencies, and general misbehaviors. More precisely, we use the checks performed by the client (resp., server) as a specification to verify the checks performed by the server (resp., client).

Server-side input checks should never be less strict than their client-side counterparts, as client-side checks can be bypassed by malicious users. In fact, less strict server-side checks may lead to common web application vulnerabilities that the Open Web Application Security Project (OWASP) considers to be of very high severity and with a very high likelihood of being exploited.

Obviously, it is also possible for client-side checks to be less strict than server-side checks. This can potentially lead to client-side vulnerabilities. Moreover, missing checks on the client side may result in unnecessary network communications and server-side computation; adding such checks can therefore improve the responsiveness and performance of the overall web application.

To identify input-validation inconsistencies between the client and the server, ViewPoints (1) extracts and maps input validation operations at the client and server sides, (2) models input validation functions as deterministic finite automata (DFAs), and (3) identifies and reports inconsistencies in corresponding input validation functions. Figure 4 provides a high-level view of the three steps of our approach. In the following sections, we describe these three steps in detail.

3.1 Input Validation Extraction

The goals of this step are to (1) automatically extract the snippets of input validation code from a web application, on both the client side and the server side, and (2) map client- and server-side input validation operations for the same input to each other. Because web applications can be developed using a number of languages and technologies, and both extraction and mapping highly depend on the specific languages and technologies used, it is not possible to devise a general technique for this step that would work for all applications. Therefore, in the input validation extraction and mapping step of ViewPoints, we focus on a specific class of web applications.

As far as languages are concerned, we target web applications that use Java on the server side and JavaScript on the client side, as these are among the most commonly used languages for the development of web applications. As for technologies, we focus on web applications built using any Java Enterprise Edition (EE) web framework, such as Google Web Toolkit (http://code.google.com/webtoolkit/), Struts (http://struts.apache.org/), and Spring MVC (http://www.springsource.org/). We focused on these technologies because they are the most popular application development frameworks for web applications.

3.1.1 Input Validation Identification

ViewPoints starts the extraction process by identifying entry points of the web application, that is, points where user input is read. At the client side, such points correspond to input fields in web forms. Although in theory ViewPoints would need to analyze all dynamically generated web pages and corresponding web forms to do that, modern web application frameworks let developers specify in a configuration file the input fields of a web application, together with the JavaScript validation functions to be applied to each field. By leveraging this information, ViewPoints can identify (1) the complete set of validated inputs on the client side, and (2) the corresponding set of JavaScript functions that are used for validating such inputs.

The identification of the input validation code on the server side is analogous to that of the client side, with the difference that validation is performed using a different language—Java instead of JavaScript—and that statements are read-pointers instead of input fields.

Obviously, it is also possible for client-side checks to be less strict than server-side checks. This can potentially lead to client-side vulnerabilities. Moreover, missing checks on the client side may result in unnecessary network communications and server-side computation; adding such checks can therefore improve the responsiveness and performance of the overall web application.

To identify input-validation inconsistencies between the client and the server, ViewPoints (1) extracts and maps input validation operations at the client and server sides, (2) models input validation functions as deterministic finite automata (DFAs), and (3) identifies and reports inconsistencies in corresponding input validation functions. Figure 4 provides a high-level view of the three steps of our approach. In the following sections, we describe these three steps in detail.

3.1.2 Input Validation Analysis

After identifying the input validation functions for each input on the server side and client side, ViewPoints analyzes these functions to build a summary validation function for each input. Intuitively, given an input \( i \), its summary validation function consists of the concatenation of all the relevant statements in all the validation functions that are applied to \( i \). More precisely, ViewPoints identifies, in the validation functions for \( i \), all and only the statements that operate on \( i \), directly or indirectly, such as string manipulation operations on \( i \) and conditional statements affected by \( i \)’s value. The rest of the code is disregarded because it is irrelevant for the validation of \( i \). Summary validation functions are built differently for the client side and the server side.

On the client side, input validation is performed using JavaScript code, which is notoriously difficult to analyze statically due to its highly dynamic and loosely-typed nature. Therefore, ViewPoints extracts the relevant client-side input validation code using dynamic slicing.

Specifically, ViewPoints (1) extracts, in sequence, all of the validation functions associated with \( i \) and (2) collects the traces produced by the resulting executions. ViewPoints performs these steps several times using different values for \( i \) chosen from a pool of
representative values, generated using heuristics that are based on the type of the input field, and then uses the collected traces to compute dynamic slices for the executions. The trace collection is performed using a modified JavaScript interpreter, as discussed in Section 4.1. In particular, the modified interpreter converts all accesses to objects and arrays to accesses to specific memory locations, which avoids imprecision due to the use of objects, arrays, and aliasing. While slicing along a set of traces, ViewPoints handles internal function calls by inlining the code of the callee\footnote{Although inlining can be problematic in the case of recursion and in the presence of deep call graphs, validation functions tend to be simple and are not affected by these issues. If this were not the case, it would always be possible to stop the inlining at a given depth and introduce approximations.} while external calls are treated as uninterpreted functions and are passed to the subsequent string analysis without further expansion (see Section 4.2). At the end of this phase, the slice for a given input is a sequence of statements that contains all of the relevant validation code for that input and is thus the summary validation function for it.

On the server side, input validation functions are written in Java, which is a language considerably more amenable to analysis than JavaScript. Therefore, ViewPoints identifies summary validation functions on the server side using static, rather than dynamic slicing\footnote{Algorithm 1 computes the least fixed point that over-approximates the possible values of a string variable at a program point using a deterministic finite automaton (DFA). Since DFAs can accept infinite sets, the data flow lattice corresponding to our string analysis is an infinite lattice with infinite chains, and we achieve convergence using an automata widening operator \cite{3}. We use a symbolic automaton representation where the transitions of an automaton are represented as a Multi-terminal Binary Decision Diagram (MBDD).} This way, it can avoid possible problems of incompleteness related to the fact that a dynamic analysis might not exercise all possible behaviors of the validation functions. Similar to what it does on the client side, ViewPoints computes a slice for each input by considering in sequence all of the input validation functions associated with that input, inlining internal calls, and treating external calls as uninterpreted functions.

The final result of this first step of the ViewPoints technique is the following. For each validated input of the web application, ViewPoints produces two summary validation functions, one for the client side and a corresponding one for the server side. These pairs of summary validation functions are the input of the subsequent phase of the technique, which we describe in detail in the following section.

### 3.2 Input Validation Modeling Using DFAs

In its second step, ViewPoints performs automata-based string analysis to model the input checks performed by the summary validation functions computed in the previous step. Given a summary validation function, ViewPoints computes an over-approximation of the string variable values at each program point using a flow- and path-sensitive, intra-procedural, automata-based symbolic string analysis algorithm that we defined in previous work for JavaScript\cite{1}. The algorithm we use in ViewPoints is an extended version\footnote{The original algorithm that handles both Java and JavaScript string manipulation operations. Our string analysis algorithm represents possible values of a string variable at a program point using a deterministic finite automaton (DFA). Since DFAs can accept infinite sets, the data flow lattice corresponding to our string analysis is an infinite lattice with infinite chains, and we achieve convergence using an automata widening operator \cite{3}. We use a symbolic automaton representation where the transitions of an automaton are represented as a Multi-terminal Binary Decision Diagram (MBDD).} of the original algorithm that handles both Java and JavaScript string manipulation operations. Our string analysis algorithm computes the least fixed point that over-approximates the possible values that string variables can take at any given program point. The algorithm is worklist based, that is, it keeps track of the CFG nodes that still need to be processed in a worklist.

Each statement is associated with two arrays of DFAs: `IN` and `OUT`. Both `IN` and `OUT` have one DFA for each variable and input parameter in the validation function. Given variable \( v \), and the `IN` array for a statement, \( \text{IN}[v] \) is a DFA that accepts all string values related to the fact that a dynamic analysis might not exercise all possible behaviors of the validation functions. Similar to what it does on the client side, ViewPoints computes a slice for each input by considering in sequence all of the input validation functions associated with that input, inlining internal calls, and treating external calls as uninterpreted functions.

The final result of this first step of the ViewPoints technique is the following. For each validated input of the web application, ViewPoints produces two summary validation functions, one for the client side and a corresponding one for the server side. These pairs of summary validation functions are the input of the subsequent phase of the technique, which we describe in detail in the following section.

### 3.2 Input Validation Modeling Using DFAs

In its second step, ViewPoints performs automata-based string analysis to model the input checks performed by the summary validation functions computed in the previous step. Given a summary validation function, ViewPoints computes an over-approximation of the string variable values at each program point using a flow- and path-sensitive, intra-procedural, automata-based symbolic string analysis algorithm that we defined in previous work for JavaScript\cite{1}. The algorithm we use in ViewPoints is an extended version of the original algorithm that handles both Java and JavaScript string manipulation operations. Our string analysis algorithm computes the least fixed point that over-approximates the possible values that string variables can take at any given program point. The algorithm is worklist based, that is, it keeps track of the CFG nodes that still need to be processed in a worklist.

Each statement is associated with two arrays of DFAs: `IN` and `OUT`. Both `IN` and `OUT` have one DFA for each variable and input parameter in the validation function. Given variable \( v \), and the `IN` array for a statement, \( \text{IN}[v] \) is a DFA that accepts all string values related to the fact that a dynamic analysis might not exercise all possible behaviors of the validation functions. Similar to what it does on the client side, ViewPoints computes a slice for each input by considering in sequence all of the input validation functions associated with that input, inlining internal calls, and treating external calls as uninterpreted functions.
that variable \( v \) can take at the program point just before the execution of that statement. Similarly, \( \text{OUT}[n] \) is a DFA that accepts all string values that variable \( v \) can take at the program point just after the execution of that statement. The \( \text{tmp} \) array is used to store the temporary values (i.e., DFAs) computed by the transfer function before joining these values with the previous ones.

The algorithm starts by initializing all of the validation function parameter values in the \( \text{IN} \) array of the entry statement to \( \Sigma^* \), indicating that the validation function can receive any string value as input—and by adding the CFG node for the entry statement to the worklist.

At each iteration of the algorithm, a CFG node is extracted from the worklist, and the transfer function for the corresponding statement is computed (as described below). After computing the transfer function using the \( \text{IN} \) array, the \( \text{OUT} \) array for the current statement is updated using the join (union) and widening operators. Note that assignment, join, and widening operations on \( \text{IN} \) and \( \text{OUT} \) arrays are performed as point-wise operations. The analysis converges when the worklist becomes empty, which means that reevaluating the transfer functions would not change any of the \( \text{OUT} \) arrays. After convergence, the \( \text{OUT} \) value for the input parameter \( \text{parameter1} \) at the \( \text{return true} \) statement (i.e., the statement that represents a successful validation) is the result of our analysis—a DFA that accepts an over-approximation of the set of input values that the validation function identifies as valid.

Below we describe the transfer functions used to compute the \( \text{OUT} \) array for the two main types of statements handled by the algorithm: Assignment Statement and Conditional Statement.

**Assignment Statement:** In this type of statement, a variable on the left-hand side is assigned a value of an expression on the right-hand side. We use the function \( \text{EVALEXP} \) to compute the set of string values that an expression can take. This function takes two inputs: an expression on the right-hand side of an assignment and an \( \text{IN} \) array, which is the \( \text{IN} \) array of the assignment statement where the expression is. \( \text{EVALEXP} \) evaluates the expression as follows:

- **variable:** The set of values for the variable in the \( \text{IN} \) array (i.e., the DFA \( \text{IN}[\text{variable}] \)) is returned.
- **string-literal:** A singleton set that only contains the value of the string-literal is returned (i.e., a DFA that recognizes only the string-literal).
- **concatenate(expression1, expression2):** In this case, \( \text{EVALEXP} \) computes the concatenation of the regular languages resulting from evaluating \( \text{expression1} \) and \( \text{expression2} \) and returns it as the result (using the symbolic DFA concatenation operation discussed in [28]).
- **replace(pattern, string-literal, variable):** \( \text{EVALEXP} \) computes the result of replacing all string values in \( \text{IN}[\text{variable}] \) that match the pattern (given as a regular expression) with the string-literal. There are two types of pattern matching: partial match and full match. The match operation used is chosen based on the pattern value as follows. 1) If the value starts with symbol \(^*\) and ends with symbol \( $ \), a full match must be performed, that is, string in \( \text{IN}[\text{variable}] \) should be replaced only if it fully matches the regular expression in the pattern. This is accomplished by taking the difference between the language in \( \text{IN}[\text{variable}] \) and the language \( L(\text{pattern}) \) and adding the string-literal to the result. 2) In all other cases, a partial match is performed, where the result is computed by using the language-based replacement algorithm described in [28].
- **call function(…):** Because our analysis is intra-procedural, we only analyze one function at a time without following function calls. However, for the most commonly used functions, such as \( \text{REPLACE} \) and its variations, we have constructed function models that can be used during our analysis. More precisely, in the case of a function call, our algorithm operates as follows: If possible, it inlines the function; otherwise, it uses the model for this function, if one is available; and if none of these two options is possible, it returns \( \Sigma^* \), which indicates an unknown string value.

**Conditional Statement:** This type of statement includes all program constructs that indicate a branching condition, such as if statements, for loops, while loops, and do while loops. Conditional statements consist of a predicate on variables and constants. Because they represent a branch in the program, unlike other statements, they are followed by two statements, one on the \( \text{ON_TRUE} \) branch and the other on the \( \text{ON_FALSE} \) branch. If the predicate evaluates to true, the execution will continue in the \( \text{ON_TRUE} \) branch. Otherwise, it will take the \( \text{ON_FALSE} \) branch. This behavior is represented in our analysis by having two \( \text{OUT} \) arrays reflecting the possible future values on each of the two branches of execution. \( \text{OUT}_{\text{on_T}} \) represents the values for the \( \text{ON_TRUE} \) branch, and \( \text{OUT}_{\text{on_F}} \) represents the values for the \( \text{ON_FALSE} \) branch. In order to compute these arrays, our algorithm first computes, using function \( \text{EVALPRED} \), \( \text{DFA}_T \)—the DFA that accepts the set of string values that would make the predicate evaluate to true. Then, the algorithm computes the \( \text{OUT}_{\text{on_T}} \) array by intersecting the IN DFA with \( \text{DFA}_T \). Conversely, to compute the \( \text{OUT}_{\text{on_F}} \) array, our algorithm intersects the IN DFA with the complement of \( \text{DFA}_T \).

Function \( \text{EVALPRED} \) recursively traverses the predicate while constructing the DFA for each subexpression in the predicate. Logical operations are handled using automata union, intersection and complement operations, while all other expressions are mapped to regular expressions [4]. Note that our string analysis algorithm is not a relational analysis because we keep track of values of each string variable separately. This means that we cannot precisely represent predicates on multiple variables, and the function \( \text{EVALPRED} \) only handles predicates that contain a single variable. If there is a branch condition on multiple variables, our algorithm loses precision because it loses path sensitivity at that branch location (see line 9 in Algorithm 1). It is worth noting that, in our experiments, this did not cause precision loss since we have not encountered branch conditions with multiple variables in the programs used in our experimentation.

### 3.3 Inconsistency Identification and Reporting

At the end of the automata-based string analysis phase, we obtain two automata for each input field \( i \): \( A_{c}(i) \) (client side) and \( A_{s}(i) \) (server side), where

- \( L(A_{c}(i)) \) (the language accepted by automaton \( A_{c}(i) \)) is an over-approximation of the set of string values that are accepted by the client-side input validation function for input field \( i \), and
- \( L(A_{s}(i)) \) (the language accepted by automaton \( A_{s}(i) \)) is an over-approximation of the set of string values that are accepted by the server-side input validation function for input field \( i \).

Using \( A_{c}(i) \) and \( A_{s}(i) \), we construct two new automata:

- \( A_{c-e}(i) \) where \( L(A_{c-e}(i)) = L(A_{c}(i)) - L(A_{s}(i)) \), and
- \( A_{s-e}(i) \) where \( L(A_{s-e}(i)) = L(A_{s}(i)) - L(A_{c}(i)) \).

We call \( A_{c-e}(i) \) and \( A_{s-e}(i) \) difference signatures, where:

- \( L(A_{c-e}(i)) \) contains strings that are accepted by the server side but rejected by the client side, and
Let us now consider various scenarios for the difference signatures. If \( L(A_{-c}(i)) = L(A_{-s}(i)) = \emptyset \), this means that our analysis could not identify any difference between the client- and server-side validation functions, so we have no errors to report.

Note that, due to over-approximation in our analysis, this does not mean that the client and server-side validation functions are proved to be equivalent. It just means that our analysis could not identify an error.

If \( L(A_{-c}(i)) \neq \emptyset \), there might be an error in the server-side validation function. A server-side input validation function should not accept a string value that is rejected by the client-side input validation function—as we discussed earlier, this would be a security vulnerability that should be reported to the developer. Due to over-approximation in our analysis, however, our result could be a false positive. To prevent generating false alarms, we validate the error as follows. We generate a string \( s \in L(A_{-c}(i)) \) and execute both the client and server-side input validation functions by providing \( s \) as the input value for the input field \( i \). If client-side function rejects the string, and server-side function accepts it, then we are guaranteed that there is a problem with the application and report the string \( s \) as a counter-example to the developer. If we cannot find such a string \( s \), then we do not report an error.

We also check if \( L(A_{-s}(i)) \neq \emptyset \) and, if so, we again generate a string to demonstrate the inconsistency between the client and server-side validation functions. Note that client-side validation functions accepting a value that the server rejects may not be as severe a problem as their counterpart. It is nevertheless valuable to report this kind of inconsistencies because fixing them can improve the performance and response time of the web application and prevent client-side vulnerabilities [19].

4. IMPLEMENTATION

In this section, we present the details of our implementation of ViewPoints and describe the various modules of the tool that perform the steps of the technique discussed in Section 3.

4.1 Input Validation Extraction

Web Deployment Descriptor.

Each web application must provide a Web deployment descriptor file, web.xml, as specified in the Java EE specification [7]. In this first step, our tool analyzes this file to understand and store references to the different components used within the web application, along with the paths to various library and framework configuration files. It then performs framework specific analysis of this information to discover how input fields of application forms are validated on both the client side and the server side. Upon discovery of this information, our tool gets a reference to the client- and server-side validation functions and proceeds with the validation code extraction from both sides. Our current implementation handles two popular J2EE frameworks: Struts and Spring MVC. Based on our experience, it could be extended to handle additional frameworks with relatively low effort.

Server-side Extraction.

Once our tool knows the specific server-side Java functions that are used to validate each input (i.e., form field), it accesses the corresponding code using the Soot framework [http://www. stable.mcgill.ca/soot/] in order to analyze such validation functions. Because of the limitations of our current implementation, we had to apply several semi-automated transformations to the validation functions before being able to analyze them in isolation. Here is the list of transformations that our tool applies to each validation method (note that most of these transformations could be eliminated with further engineering):

- **Input parameter re-writing:** The function is transformed to remove all the formal arguments that are not of interest for our analysis. This allows us to have a simpler function and ignore many of the indirections introduced by the framework.

- **Function inlining and modeling:** Our analysis inlines string operations performed by library functions. For instance, the `validateEmail` routine in the motivating example originally used the `isBlankOrNull` method from the library class `GenericValidator`. This function was inlined and corresponds to the expression `(val == null || val.trim().length == 0)`.

- **Parameter inlining:** Some of the validation routines might use parameters that are read from a configuration file. For example, the developer can specify a regular expression in the configuration that the validation function matches against the input. For such functions, our tool plugged the value of the parameter at all the corresponding uses inside the function.

After the above transformations are performed, our tool invokes the constant propagation and dead code elimination phases from the Soot framework to obtain a concise CFG for the validation function under analysis. These CFGs have two kinds of exit nodes—one that returns `true`, leading to the successful validation of the input, and the other one that returns `false`, leading to the rejection of the input. Our tool first uses this CFG to compute control and data dependences, which are then used to synthesize the PDG for the function. Upon the creation of the PDG, forward slicing is performed from the variable representing the input parameter being validated. This static slice contains all of the operations that are performed on the input variable and marks those that are string operations. Then, our tool performs backward slicing (on this forward slice) starting from the accepting nodes (i.e., `return true` statements) to capture the string operations involved in the successful validation. The resulting slice is a CFG with only string operations performed on the validated input and is saved in an intermediate XML format later used by the differential string analysis phase.

- **Client-side Extraction.**

  The client-side validation functions extracted by our tool from the framework configuration files pose a different challenge to our analysis. These functions do not take as input the value of the single field being validated, but rather a bundle of the values of all of the fields in a web form. This creates a problem for our analysis, as we want to extract the summary validation function for a single field, not the whole web form. As discussed in Section 3.1.2, we solve this problem by executing the validation function using different input values and extracting the validation code for the target field using dynamic slicing.

  To collect the traces later used for dynamic slicing, our tool uses HtmlUnit [8], which is a browser simulator based on Rhino [15]—a JavaScript interpreter. Using HtmlUnit, our tool can simulate the process of filling out a form (using values selected from a pool based on the type of the targeted form fields) and submitting it. During this simulation, our tool instruments the interpreter to track all of the JavaScript statements that operate on or test the content of the target fields. The tool then outputs these statements and all
other statements on which they depend. If there are function calls for non-native JavaScript functions, our tool inlines them so that the final code consists of only one validation function for the target field that ends with a “return true” statement.

For data that is coming from outside the syntactic scope of the validation function—such as masks that are used in some of the validation functions—we encountered—our tool takes their values from the application execution trace and plugs them into the validation function before performing dynamic slicing.

4.2 Input Validation Modeling Using DFAs

Our tool loads the slices extracted from both client- and server-side validation functions and builds DFAs of string operations for these, as discussed in Section 3. Because more than one validation function can be associated with one field in the validation configuration, all the associated functions will be called separately for validating that field: if any of them rejects the input, then the input will be rejected. To correctly model this situation, our tool computes the intersection of all of the DFAs for all such functions (i.e., the resulting DFA accepts the intersection of the languages of the individual DFAs).

All the string analysis operations on the DFAs are performed by invoking the StrangerAutomaton library (http://www.cs.ucsb.edu/~vlab/stranger/), which internally uses the Mona tool to represent the DFAs (http://www.brics.dk/mona/).

4.3 Inconsistency Identification

In this step, for every input field $i$, our tool gets the two DFAs, one from the client side, and the other from the server side, and generates two difference signatures $A_{s-,i}(l)$ and $A_{s+,i}(l)$, which are DFAs that accept languages that correspond to the set differences between the languages of the client and server-side DFAs (as explained in Section 3). For each of the generated signatures that are not empty, our tool then tries to produce a counterexample. If the counterexample is found, the mismatch is confirmed and reported to the developers.

5. EMPIRICAL EVALUATION

To assess the usefulness of our approach, we used our implementation of ViewPoints to perform an empirical evaluation on a set of real-world web applications. In our study, we investigated the following two research questions:

RQ1: Can ViewPoints identify inconsistencies in client- and server-side input validation functions (or establish equivalence between them otherwise)?

RQ2: Is ViewPoints efficient enough to analyze real-world web applications within acceptable time and memory usage limits?

In the rest of this section, we will first describe the details of the experimentation performed for investigating RQ1 and RQ2, and then discuss our results.

5.1 Experimental Subjects

For our experiments, we selected seven real-world web applications from two open source code repositories: Sourceforge (http://sourceforge.net) and Google Code (http://code.google.com). Because our current implementation can handle web applications written using Java EE frameworks, we searched the two repositories for web applications with these characteristics. In addition, we discarded projects with a small user base or with a low activity level, so as to privilege web applications that were more likely to be widely used and well maintained.

<table>
<thead>
<tr>
<th>Name</th>
<th>URL</th>
</tr>
</thead>
<tbody>
<tr>
<td>JGossip</td>
<td><a href="http://sourceforge.net/projects/gossipforum/">http://sourceforge.net/projects/gossipforum/</a></td>
</tr>
<tr>
<td>Vehicle</td>
<td><a href="http://code.google.com/p/vehiclemanage/">http://code.google.com/p/vehiclemanage/</a></td>
</tr>
<tr>
<td>MeoDist</td>
<td><a href="http://code.google.com/p/meodist/">http://code.google.com/p/meodist/</a></td>
</tr>
<tr>
<td>MyAlumni</td>
<td><a href="http://code.google.com/p/myalumni/">http://code.google.com/p/myalumni/</a></td>
</tr>
<tr>
<td>Consumer</td>
<td><a href="http://code.google.com/p/consumerbasedenforcement">http://code.google.com/p/consumerbasedenforcement</a></td>
</tr>
<tr>
<td>Tudu</td>
<td><a href="http://www.julien-dubois.com/tudu-lists">http://www.julien-dubois.com/tudu-lists</a></td>
</tr>
<tr>
<td>JcRbib</td>
<td><a href="http://code.google.com/p/jcrbib/">http://code.google.com/p/jcrbib/</a></td>
</tr>
</tbody>
</table>

Table 1 shows the list of web applications that we used for our experimentation and the URL from which they were obtained. The first four applications in the list are written using the Struts framework (http://struts.apache.org/): JGossip is a messaging board application; Vehicle is an application to manage vehicles owned by a company; MeoDist is an application for managing information about a club members; and MyAlumni is a social network application for school alumni. The last three applications are written using the Spring MVC framework (http://www.springsource.org/): Consumer is a customer relationship management application; Tudu is an on-line application for managing todo lists; and JcRbib is a virtual library application that supports user collaboration. Based on their descriptions, these web applications cover a wide spectrum of application domains. Moreover, because of the way they were selected, most of these applications are popular and widely used in practice. JGossip, for instance, has been downloaded almost 30,000 times from its Sourceforge page.

5.2 Experimental Procedure and Results

For conducting our experiments, we used an Ubuntu Linux machine with an Intel Core Duo 2.4Ghz processor and 2GB of RAM running Java 1.6. To collect data to answer RQ1 and RQ2, we ran ViewPoints on the web applications considered. For each web application, ViewPoints first analyzed the application’s configuration to identify its inputs and corresponding client- and server-side validation functions. It then built client- and server-side summary validation functions for each input.

Table 2 shows relevant data for this part of the analysis. The first column in the table lists the application name, followed by the number of forms extracted ($\text{Frm}$) and the total number of inputs across all forms ($\text{Inputs}$). Column $\text{VI}_C$ (resp., $\text{VI}_S$) lists the number of inputs for which a client-side (resp., server-side) validation function is specified in the configuration. Similarly, column $\text{ET}_C$ (resp., $\text{ET}_S$) lists the time taken, in seconds, to extract the summary validation functions for these inputs on the client side (resp., server side). For example, web application Consumer contains 3 forms, for a total of 21 inputs. Of these inputs, 14 are validated on the client side, whereas all of 21 of them are validated on the server side. It took 68.4 and 1.1 seconds to extract the summary validation functions on the client side and server side, respectively. Note that the time required to compute the client-side summary validation functions is much higher than the time to extract server-side summary validation functions. This difference is due to the additional time required to perform dynamic slicing on the client side, which in turn requires ViewPoints to load and run JavaScript functions in the browser.

After building client- and server-side summary validation functions for each input, ViewPoints constructed the corresponding DFAs, as described in Section 3. Table 2 shows details about this
part of the analysis. For each application, and both for the client side and the server side, the table shows: the average size of the DFAs in megabytes, followed by the minimum, maximum, and average number of states (column S) and BDD nodes (column B). (The number of BDD nodes represents the size of the symbolic representation of the DFA's transition relation.) As an example, the application TUDU has DFAs with an average of 4 states and 10 BDD nodes for the client side, whereas it has DFAs with an average of 8 states and 68 BDD nodes for the server side. Note that, when client-side validation is absent for an input, the DFA for that input accepts the language $\Sigma^*$. Hence, TUDU has a client-side DFA even though it has no client-side validation code (see Tables 2 and 3).

Finally, ViewPoints compared client- and server-side DFAs to identify possible inconsistencies among them. The results of this comparison for our subjects is shown in Table 4. For each application, the table reports the time it took ViewPoints to perform differential string analysis, in milliseconds, and the number of inputs with identified (and confirmed) inconsistencies. Specifically, column $A_{C\rightarrow S}$ shows the number of inputs for which the client side accepts strings that would be rejected by the server side, whereas column $A_{S\rightarrow C}$ shows the opposite. For JGOSIP, for instance, the differential analysis took around 3 seconds and identified nine client-side inconsistencies and two server-side inconsistencies.

### 5.3 Discussion

As the results in Table 4 show, ViewPoints was able to find both types of inconsistencies: client checks that are more strict than server checks and vice versa. We manually checked all the results and 1) verified that all identified inconsistencies correspond to actual inconsistencies (i.e., our tool did not generate any false positives), and 2) confirmed that there are no inconsistencies other than those found by our automated analysis (i.e., our tool did not generate any false negatives). For JGOSIP, in particular, ViewPoints found two instances of the inconsistency that we presented in our motivating example. As we explain in Section 2, such inconsistencies represent actual vulnerabilities in the code that a malicious user may be able to exploit. For the remaining applications, four out of six contain input validation inconsistencies on the client side.

A special case is that of MYALUMNI, which has 141 inputs that are inconsistently validated at the client side and server side. For this application, the developers provided no validation whatsoever on the client side, and thus all the 141 inputs that are checked on the server side are inconsistently validated. Although these results are preliminary, and further experimentation would be needed to confirm them, they provide strong supporting evidence for answering RQ1: ViewPoint is indeed able, at least for the cases considered, to identify inconsistencies in client- and server-side input validation functions.

RQ2 relates to the efficiency and practicality of the analysis. From Table 5 we can see that the extraction phase of ViewPoints took between 0.78 and 4.38 seconds for the server-side validation functions. Although for the client-side functions the numbers are higher, due to the more expensive analysis performed on the client side (see Section 5.2), the maximum total time needed to analyze one of the web applications considered is less than six minutes.

Table 4 illustrates the space cost of ViewPoints. As the table shows, the space needed to store the DFAs is negligible, as it is less than seven megabytes in all cases. Finally, Table 4 shows the time needed to perform the comparison of two DFAs. Also in this case, the time it takes ViewPoints for the comparison is in the order of a few seconds and, thus, negligible. We can therefore provide a positive answer to RQ2 as well.

Overall, these results provide preliminary, yet clear evidence that ViewPoints can be both practical and useful.

### 6. RELATED WORK

Software vulnerabilities are a significant problem. Therefore, there exists a wide range of solutions that attempt to address the problem from different angles. In the following discussion, we mainly focus on the detection of web application vulnerabilities. Techniques to detect web application vulnerabilities can be divided into dynamic and static program analysis techniques. Dynamic analysis techniques (e.g., [10, 16, 20]) perform their computations while actually executing the analyzed code. As a result, these techniques do not generate false positives, since every detected error path corresponds to a true path that the program can take at run-time.
time. The disadvantage of dynamic scanners is that they experience problems regarding the coverage of all possible paths through the program. The number of these paths is generally unbounded, and grows exponentially with each branch in the program. Hence, it is easy to miss vulnerabilities due to program paths that were not taken into account.

In this paper, we focus on the detection of security flaws by means of (mainly) static code analysis. This has the advantage that the whole code base is checked, but the drawback that the analysis may report warnings for correct code (i.e., false positives). There are a number of approaches that deal with static detection of web application vulnerabilities. Xie and Aiken [27] addressed the problem of statically detecting SQL injection vulnerabilities in PHP scripts by means of a three-tier architecture. In this architecture, information is computed bottom-up for the intra-block, intra-procedural, and inter-procedural scope. As a result, their analysis is flow-sensitive and inter-procedural. This is comparable in power to Pixy [13]. Both systems use traditional data flow analysis to determine whether unchecked user inputs can reach security-sensitive functions (so-called sinks) without being properly checked. However, they do not calculate any information about the possible strings that a variable might hold. Thus, they cannot detect all types of vulnerabilities (such as subtle SQL injection bugs) nor determine whether sanitization routines work properly.

Static analysis of strings has been an active research area, with the goal of finding and eliminating security vulnerabilities caused by misuse of string variables. String analysis focuses on statically identifying all possible values of a string expression at a program point, and this knowledge can be leveraged to eliminate vulnerabilities such as SQL injection and XSS attacks. In [14], multi-track DFAs, known as transducers, are used to model replacement operations in conjunction with a grammar-based string analysis approach. The resulting tool has been effective in detecting vulnerabilities in PHP programs. Wassermann et al. [25, 26] propose grammar-based static string analyses to detect SQL injections and XSS, following Minamide’s approach. A more recent approach in static string analysis has been the use of finite state automata as a symbolic representation for encoding possible values that string expressions can take at each program point [28]. In this approach, the values of string expressions are computed using a fixed point computation. Complex string manipulation operations, such as replacement, can also be modeled with the automata representation. In order to guarantee convergence in automata-based string analysis, several widening operators have been used [19, 28]. Constraint-based (or symbolic-execution-based) techniques represent a third approach for static string analysis. Such techniques have been used for the verification of string operations in JavaScript [13] and the detection of security flaws in sanitization libraries [12].

Previous work on string analysis for finding bugs and security vulnerabilities in web applications, including our work in [1], concentrates on one side of the web application—either the client or the server—and assumes the existence of a specification that defines (models) the set of acceptable and malicious string values. The purpose of the analysis is then to determine whether the application code, and its sanitization functions, properly enforce these specifications. ViewPoints is different in that we do not assume that such specifications are available. Instead, we compare the input constraints enforced by both the client-side and the server-side code. Differences in these constraints are taken as indications of problems. A somewhat related idea was presented in a system called NoTamper [4]. In that paper, the authors analyze client-side script code to generate test cases that are subsequently used as inputs to the server side of the application. Since the approach relies on dynamic (black-box) testing, it can suffer from limited code coverage. In a recent follow up paper [5], the same authors propose WAPTEC, which uses symbolic execution of the server code to guide the test case generation process and expand coverage. While the overall goal of WAPTEC is similar to ours, the techniques used to achieve this goal are quite different. For example, WAPTEC uses guided, dynamic analysis on the server side to generate a series of possible exploit inputs. ViewPoints, on the other hand, uses static analysis to model the server code. This potentially allows ViewPoints to find more vulnerabilities than WAPTEC, whose effectiveness depend on the coverage achieved by its dynamic analysis. In addition, ViewPoints uses an automata-based symbolic string analysis that over-approximates loops and does not bound the lengths of the strings; conversely, WAPTEC extracts client-side constraints from JavaScript code using Kudzu [18], an existing technique in which both loops and string lengths are bounded during the analysis.

7. CONCLUSION

Because many web applications store sensitive user information and are easily accessible, they are a common target of attackers. Some of the most insidious attacks against web applications are those that take advantage of input validation vulnerabilities—ineffective input checks that let attackers submit malicious inputs to an application, often with catastrophic consequences. Unfortunately, automatically checking validating functions would require a complete specification of the legal inputs for an application, which is currently unavailable. In this paper, we present ViewPoints, a novel technique that leverages differential string analysis to identify potentially erroneous or insufficient validation of user inputs in web applications. ViewPoints is based on the insight that developers typically perform redundant input validation on the client side and server side of a web application, and that it is therefore possible to use the validation performed on one side as a specification for the validation performed on the other side. ViewPoints operates by automatically extracting client- and server-side input validation functions, modeling them as deterministic finite automata, and comparing client- and server-side automata to identify and report inconsistencies between the two sets of checks. To assess the efficiency and effectiveness of ViewPoints, we implemented it for web applications built using Java EE frameworks and used it to analyze a set of real-world web applications. The results of this initial evaluation are promising and motivate further research in this direction: ViewPoints was able to automatically identify a number of inconsistencies in the input validation checks of the web applications we analyzed. In addition, the analysis was extremely fast, which demonstrates the practical applicability of the approach.

There are several possible directions that we are considering for future work. In the short term, we will extend our implementation so that it can handle a larger number of types of web applications (e.g., applications written in different languages or with validation functions that are not explicitly identified in the application’s configuration) and perform a more extensive set of empirical studies. We will also investigate code synthesis techniques for automatically fixing the input validation inconsistencies identified by our approach; after ViewPoints has identified one or more inconsistencies, it could use the information in the string automata to guide the automatic construction of additional validation code to be added to the client, the server, or both. One more general direction for future work has to do with the solution space for the string analysis on which ViewPoints relies. There are many dimensions that characterize string analysis techniques: (1) static vs. dynamic, (2) grammar-based vs. automata-based, (3) bounded path vs. un-
bounded path, (4) bounded domain vs. unbounded domain, (5) relational vs. non-relational, (6) size based vs. value based, and so on. In our current approach, we consider only a specific solution in this space. In the future, we will study the many trade-offs between different approaches (e.g., between a sound approach, which generates no false negatives, and a complete approach, which generates no false positives) and investigate whether a different approach may be advantageous in terms of efficiency, precision, expressiveness, or ability to compare resulting models.
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